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Abstract
The integration of hardware accelerators has signi!cantly advanced
the capabilities of modern recommendation systems, enabling the
exploration of complex ranking paradigms previously deemed im-
practical. However, the GPU-based computational costs present
substantial challenges. In this paper, we demonstrate our develop-
ment of an e"ciency-driven approach to explore these paradigms,
moving beyond traditional reliance on native PyTorch modules.
We address the speci!c challenges posed by ranking models’ de-
pendence on categorical features, which vary in length and compli-
cate GPU utilization. We introduce Jagged Feature Interaction Ker-
nels, a novel method designed to extract !ne-grained insights from
long categorical features through e"cient handling of dynamically
sized tensors. We further enhance the performance of attention
mechanisms by integrating Jagged tensors with Flash Attention.
Our novel Jagged Flash Attention achieves up to 9× speedup and
22× memory reduction compared to dense attention. Notably, it
also outperforms dense #ash attention, with up to 3× speedup and
53% more memory e"ciency. In production models, we observe
10% QPS improvement and 18% memory savings, enabling us to
scale our recommendation systems with longer features and more
complex architectures.
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1 Introduction
Categorical features, such as user-clicked itemswithin the lastmonth,
are heavily relied upon by ranking models [5, 6, 10–12]. Unlike
dense (#oat) features, which maintain a !xed size across training
samples, the length of categorical feature values can vary among
di$erent training samples. Padding has traditionally been used to
standardize the sizes of these categorical features across various
training samples within a batch [7, 8]. However, while padding
can be su"cient in some cases, it has inherent drawbacks. These
are particularly noticeable with long length categorical inputs, a
common input format for large, complex models trained on GPUs.
Padding can introduce signi!cant overhead, leading to increased
memory usage, computational demands, and communication over-
head. This not only a$ects the model’s e"ciency but also hampers
scalability, particularly in environments with limited resources.

In this paper, we present our e$orts in designing and adopting
an e"ciency-driven approach in the exploration of computation-
ally expensive ranking paradigms. This shift marks a departure
from the conventional approach of relying solely on the combina-
tion of native PyTorch modules to achieve algorithmic logic. In the
rest of the paper, we will discuss the challenges, the methodologies
and the lessons learned from our journey. By sharing our experi-
ences, we aim to contribute to the collective knowledge base of the
RecSys community, empowering fellow researchers and practition-
ers to navigate similar challenges in their pursuit of innovation.

2 Methodology
Wepropose Jagged Feature InteractionKernel, an innovative method
tailored for extracting !ne-grained insights from long categorical
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Figure 1: Jagged Feature Interaction Kernel.
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Table 1: Triton Kernels Benchmark Result for Jagged Tensor Operators. !: Batch size. "#$_! is the jagged dimension with the
total sequence length across samples in a batch. !%: Sequence length for sample %.&: Embeddingdimension.' : Hyperparameter.
PyTorch version: The implementation with native PyTorch operator which requires padding. Triton version: The implemen-
tation with custom Triton operator without padding.

GPU Kernels for Jagged tensors Description Version Memory (MB) FLOPs (M) Latency (us)

jagged_dense_bmm
["#$_!,&] × [!,&,' ] = ["#$_!,' ] PyTorch 309 838.9 166.6

Triton 109 (2.83×) 422.5 (1.98×) 99.3 (1.67×)

jagged_jagged_bmm
["#$_!,&] × ["#$_!,' ] = [!,&,' ] PyTorch 206 838.9 199.4

Triton 104 (1.98×) 422.5 (1.98×) 79.1 (2.52×)

jagged_softmax
"#$_("( ) *$+, ([!%,&])) PyTorch 12.5 4.9 24.9

Triton 6.3 (1.98×) 2.5 (1.98×) 18 (1.38×)

jagged_jagged_bmm_jagged_out
["#$_!,&] × ["#$_!,&] = ["#$_(!% ∗ !%)] PyTorch 1680 20971 671

Triton 540 (3.11×) 7200 (2.91×) 293 (2.29×)

array_jagged_bmm_jagged_out
["#$_(!% ∗ !%)] × ["#$_!,&] = ["#$_!,&] PyTorch 4330 20971 755

Triton 1990 (2.18×) 7200 (2.91×) 585 (1.29×)

jagged2_softmax
"#$_("( ) *$+, ([!% ∗ !%])) PyTorch 1530 122.9 2162

Triton 520 (2.94×) 42.2 (2.91×) 707 (3.06×)

features. Figure 1 demonstrates an overview of our proposed ker-
nel. By focusing on the interactions between feature values and
targeting items, Jagged Feature Interaction prioritizes the most rel-
evant feature values, assigning them higher weights. The features
are represented with Jagged tensor from TorchRec [3]. The jagged
tensor e"ciently stores variable-length features frommultiple sam-
ples in a compact and contiguous manner within memory with-
out the need for padding. We achieve this using two tensors: one
for holding all feature values collectively and another o$set tensor
that determines the sample boundaries for each feature segment.

2.1 Jagged Flash Attention
The #ash attention [1, 2] is the state-of-the-art algorithm for ac-
celerating the standard attention. Its core idea is to fuse separate
attention operations into a single kernel, minimizing data move-
ment between GPU shared memory and global memory, and max-
imizing computations within the fast shared memory. Similar to
the classic matrix multiplication optimization, #ash attention em-
ploys tiling optimization to perform two GEMM operations and
one softmax block by block. However, applying softmax indepen-
dently to each block poses a challenge, as it requires the sum of
exponentials in the denominator, which depends on information
from later blocks. To overcome this challenge, it leverages the on-
line softmax algorithm [4], adjusting results for later blocks as new
information becomes available. The #ash attention optimization
could be applied in both dense and jagged attention. To achieve
the best performance and maximize the memory saving, we have
combined both jagged tensor and #ash attention into jagged #ash
attention optimization.

2.2 Triton Kernels for Jagged Tensor
We built customized Triton kernels [9] for both forward and back-
ward computations for Jagged tensor operations. Triton is the pro-
gramming paradigm based on blocked algorithms which can fa-
cilitate the construction of high-performance compute kernels for
neural networks and allow compilers to aggressively optimize pro-
grams for data locality and parallelism. Speci!cally, we build

• Jagged Tensor (sparse) multiply Jagged Tensor (sparse)
• Jagged Tensor (sparse) multiply Dense Tensor (dense)

Figure 2: Latency & memory benchmark results for atten-
tion.$+,_-: max sequence length

• Softmax for Jagged Tensor
• MLPs for Jagged Tensor
• Elementwise operations for Jagged Tensor
• Jagged #ash attention
• Conversions between Jagged Tensor and Dense Tensor

3 Experiments and Conclusion
Table 1 shows the performance comparison between the custom
Triton and the native PyTorch implementations for selective ker-
nels. We demonstrate the relative improvement of Triton over Py-
Torch in parenthesis. It can be seen that the jagged operators re-
duce the FLOPs and memory usage signi!cantly and outperform
the dense version accordingly.

We also compared di$erent attention implementationswith BF16
in Figure 2. The jagged attentionmechanism o$ers signi!cant speedup
and memory e"ciency improvements over dense attention. Specif-
ically, jagged attention achieves up to 2× speedup compared to
dense attention, while jagged #ash attention further improves this
to up to 9×. Even when compared to dense #ash attention, jagged
#ash attention still o$ers up to 3× speedup. In terms of memory
usage, jagged attention is up to 3.5× more e"cient than dense at-
tention, while jagged #ash attention reduces memory usage by up
to 22×. Notably, the memory usage for both dense and jagged #ash
attention increases linearly rather than quadratically, with jagged
#ash attention being up to 53% more memory e"cient. These im-
provements have practical implications for end-to-endmodel train-
ing, where we have observed approximately 10% QPS improve-
ment and 18%memory savings for productionmodels. This enables
us to scale our recommendation systems further, accommodating
longer features and more complex model architectures.
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